**객체지향프로그래밍 LAB #14**

**<기초문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  using namespace std;  int sum(int x, int y) { return x + y; }  int mult(int x, int y) { return x \* y; }  int evaluate(int(\*f)(int, int), int x, int y) {  return f(x, y);  }  int main() {  cout << evaluate(&sum, 2, 3) << endl;  cout << evaluate(&mult, 2, 3) << endl;  // lambda 함수: [](입력변수)->리턴타입 {본문}  // sum(): [](int x, int y)->int { return x + y; }  cout << evaluate(/\* 구현 \*/, 20, 30) << endl;  // simplified lambda함수 표헌: [](입력변수) {본문}  // mult(): [](int x, int y) { return x \* y; }  cout << evaluate(/\* 구현 \*/, 20, 30) << endl;  //생성과 호출을 동시에: 람다함수(입력값)  [](/\* 구현 \*/) { /\* 구현 \*/ }(20, 30);  auto f = [](int x, int y) { return x - y; };  cout << f(1000, 2000) << endl;    return 0;  } |
|  |
| #include <iostream>  using namespace std;  int sum(int x, int y) { return x + y; }  int mult(int x, int y) { return x \* y; }  int evaluate(int(\*f)(int, int), int x, int y) {  return f(x, y);  }  int main() {  cout << evaluate(&sum, 2, 3) << endl;  cout << evaluate(&mult, 2, 3) << endl;  // lambda 함수: [](입력변수)->리턴타입 {본문}  // sum(): [](int x, int y)->int { return x + y; }  cout << evaluate([](int x, int y) {return x, y; }, 20, 30) << endl;  // simplified lambda함수 표헌: [](입력변수) {본문}  // mult(): [](int x, int y) { return x \* y; }  cout << evaluate([](int x, int y) { return x\* y; }, 20, 30) << endl;  //생성과 호출을 동시에: 람다함수(입력값)  [](int x, int y) { cout << x << ", " << y << endl; }(20, 30);  auto f = [](int x, int y) { return x - y; };  cout << f(1000, 2000) << endl;  return 0;  } |
|  |

2. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <functional> // function object  using namespace std;  //[closure]: 외부 변수를 lambda함수 내부로 전달  //[a]: 변수 a를 call by value로 lambda함수에 전달  //[&a]: 변수 a를 call by reference로 전달  //[=]: 모든 외부 변수를 call by value로 전달  //[&]: 모든 외부 변수를 call by ref.로 전달  // - 사용시 주의할 점: closure를 사용할 경우 function객체로 assign 받을 것  int evaluate2(function<int(int,int)> f, int x, int y) {  return f(x, y);  }  int main() {  int a = 10, b = 20;  //[a]: 변수 a를 call by value로 lambda함수에 전달  cout << evaluate2(/\* a + x + y 람다 함수 구현 \*/, 2, 3) << endl;  //[&]: 모든 외부 변수를 call by ref.로 전달  /\* a = 20; a \* x 람다 함수 구현 \*/  cout << "a: " << a << endl;  return 0;  } |
|  |
| #include <iostream>  #include <functional> // function object  using namespace std;  //[closure]: 외부 변수를 lambda함수 내부로 전달  //[a]: 변수 a를 call by value로 lambda함수에 전달  //[&a]: 변수 a를 call by reference로 전달  //[=]: 모든 외부 변수를 call by value로 전달  //[&]: 모든 외부 변수를 call by ref.로 전달  // - 사용시 주의할 점: closure를 사용할 경우 function객체로 assign 받을 것  int evaluate2(function<int(int, int)> f, int x, int y) {  return f(x, y);  }  int main() {  int a = 10, b = 20;  //[a]: 변수 a를 call by value로 lambda함수에 전달  cout << evaluate2([a](int x, int y) {return a + x + y; },2, 3) << endl;  //[&]: 모든 외부 변수를 call by ref.로 전달  /\* a = 20; a \* x 람다 함수 구현 \*/  [&](int x) {a = 20; cout << a \* x << endl; }(10);  cout << "a: " << a << endl;  return 0;  } |
|  |

3. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <functional>  #include <algorithm> // for\_each, copy, transform  #include <vector>  using namespace std;  int main() {  vector<int> v1 = { 1,2,3,4 };  for (int& elem : v1) {  cout << elem << '\t';  }  cout << endl;  // for\_each(시작위치(iter), 끝위치(iter), 람다함수)  for\_each(/\* 구현 \*/); // v1의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  for\_each(/\* 구현 \*/); // v1의 시작부터 끝까지 모든 elem++  for\_each(/\* 구현 \*/); // v1의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  int a = 10;  for\_each(/\* 구현 \*/); // v1의 시작부터 끝까지 모든 elem+=a  for\_each(/\* 구현 \*/); // v1의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  vector<int> v2(v1.size());  // copy: container1 (source)의 element를 container 2(destinstion)로 복사  // copy(src시작위치, src끝위치, dst시작위치)  // v1: {1, 2, 3, 4}  // v2: {0, 0, 2, 3}  copy(/\* 구현 \*/); // v1의 (시작+1) ~ (끝-1)을 v2의 (시작+2)위치부터 하나씩 복사  for\_each(/\* 구현 \*/); // v2의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  // transform: cont1의 element를 변형한다음(람다함수) cont2에 복사  // transform(src시작위치, src끝위치, dst시작위치, 람다함수)  transform(/\* 구현 \*/); // v1의 시작부터 끝까지 제곱해서 v2에 복사  for\_each(/\* 구현 \*/); // v2의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  return 0;  } |
|  |
| #include <iostream>  #include <functional>  #include <algorithm> // for\_each, copy, transform  #include <vector>  using namespace std;  int main() {  vector<int> v1 = { 1,2,3,4 };  for (int& elem : v1) {  cout << elem << '\t';  }  cout << endl;  // for\_each(시작위치(iter), 끝위치(iter), 람다함수)  for\_each(begin(v1), end(v1), [](int elem) {cout << elem << "\t"; }); // v1의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  for\_each(begin(v1), end(v1), [](int& elem) {elem++; }); // v1의 시작부터 끝까지 모든 elem++  for\_each(begin(v1), end(v1), [](int elem) {cout << elem << "\t"; }); // v1의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  int a = 10;  for\_each(begin(v1), end(v1), [a](int& elem) { elem+=a; }); // v1의 시작부터 끝까지 모든 elem+=a  for\_each(begin(v1), end(v1), [](int elem) {cout << elem << "\t"; }); // v1의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  vector<int> v2(v1.size());  // copy: container1 (source)의 element를 container 2(destinstion)로 복사  // copy(src시작위치, src끝위치, dst시작위치)  // v1: {1, 2, 3, 4}  // v2: {0, 0, 2, 3}  copy(begin(v1)+1, end(v1)-1, begin(v2)+2); // v1의 (시작+1) ~ (끝-1)을 v2의 (시작+2)위치부터 하나씩 복사  for\_each(begin(v2), end(v2), [](int elem) {cout << elem << "\t"; }); // v2의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  // transform: cont1의 element를 변형한다음(람다함수) cont2에 복사  // transform(src시작위치, src끝위치, dst시작위치, 람다함수)  transform(begin(v1), end(v1), begin(v2), [](int elem) {return elem \* elem; }); // v1의 시작부터 끝까지 제곱해서 v2에 복사  for\_each(begin(v2), end(v2), [](int elem) {cout << elem << "\t"; }); // v2의 시작부터 끝까지 출력, (띄어쓰기는 탭으로)  cout << endl;  return 0;  } |
|  |

4. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  int main() {  vector<int> v{ 1, 2, 3, 4 };  int index;  cin >> index;  try { cout << /\* 구현 \*/ << endl; } // v.at(index) VS v[index]  catch (exception& e) {  cout << /\* 구현 \*/ << endl;  cout << "인덱스 에러" << endl;  }  cout << "[Program is running]" << endl;  return 0;  } |
|  |
| #include <iostream>  #include <vector>  using namespace std;  int main() {  vector<int> v{ 1, 2, 3, 4 };  int index;  cin >> index;  try { cout << v.at(index) << endl; } // v.at(index) VS v[index]  catch (exception& e) {  cout << e.what() << endl;  cout << "인덱스 에러" << endl;  }  cout << "[Program is running]" << endl;  return 0;  } |
|  |

5. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <vector>  #include <string>  #include <fstream>  using namespace std;  //예외처리: try/catch구문, throw문  //1. 예외가 발생하는 부분을 try에 넣는다  //2. 예외가 발생하면 catch 구문이 실행된다  class FileNotFoundException : public exception {  string message;  public:  FileNotFoundException(string \_m) :  message("File not found: " + \_m) {}  virtual const char\* what() const throw() {  return message.c\_str();  }  };  vector<int> load\_vector(string filename) {  ifstream fin(filename);  // 파일이 열리지 않으면(파일이 존재하지x)  if (!fin) {  // 예외처리 (throw)  /\* 구현 \*/  }  vector<int> result;  int num, value;  // 파일로부터 값을 result에 저장  // 파일의 form: size, elements (5 1 2 3 4 4)  fin >> num;  for (int i = 0; i < num; i++) { /\* 구현 \*/ }  return result;  }  int main() {  try {  /\* 구현 \*/ // values.dat 파일에서 vector 로드  for (int elem : v)  cout << elem << ' ';  cout << endl;  }  catch (exception& e) {  cout << e.what() << endl;  }  return 0;  } |
|  |
| #include <iostream>  #include <vector>  #include <string>  #include <fstream>  using namespace std;  //예외처리: try/catch구문, throw문  //1. 예외가 발생하는 부분을 try에 넣는다  //2. 예외가 발생하면 catch 구문이 실행된다  class FileNotFoundException : public exception {  string message;  public:  FileNotFoundException(string \_m) :  message("File not found: " + \_m) {}  virtual const char\* what() const throw() {  return message.c\_str();  }  };  vector<int> load\_vector(string filename) {  ifstream fin(filename);  // 파일이 열리지 않으면(파일이 존재하지x)  if (!fin) {  // 예외처리 (throw)  throw FileNotFoundException(filename);  }  vector<int> result;  int num, value;  // 파일로부터 값을 result에 저장  // 파일의 form: size, elements (5 1 2 3 4 4)  fin >> num;  for (int i = 0; i < num; i++) {  fin >> value;  result.push\_back(value);  }  return result;  }  int main() {  try {  vector<int> v = load\_vector("values.dat"); // values.dat 파일에서 vector 로드  for (int elem : v)  cout << elem << ' ';  cout << endl;  }  catch (exception& e) {  cout << e.what() << endl;  }  return 0;  } |
|  |

**<응용문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 코드를 기반으로 정수를 입력 받았을 때, 그 정수만큼 list를 출력하는 프로그램을 작성하시오. 이때, 만약 list의 크기보다 입력 받은 정수가 크다면 try/catch문을 이용하여 예외처리한다. 또한, 0 이하의 숫자를 입력 받으면 프로그램을 종료하도록 한다.

|  |
| --- |
| int main() {  vector<int> list{ 10, 20, 30, 40, 50 };  int num; // 출력할 list의 수  while (1) { /\* 구현 \*/ }  cout << "Program exit..." << endl;  return 0;  } |

1-출력화면:

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  int main() {  vector<int> list{ 10, 20, 30, 40, 50 };  int num; // 출력할 list의 수  while (1) {  int cnt;  cout << "출력할 숫자의 수 : ";  cin >> cnt;  if (cnt == -1) break;  try {  for (int i = 0; i < cnt; i++) {  cout << list.at(i) << " ";  }  cout << endl;  }  catch(out\_of\_range&) {  cout << "\nIndex is out of range. Please try again." << endl;  }  }  cout << "Program exit..." << endl;  return 0;  } |
|  |

2. 아래의 조건을 만족하는 프로그램을 작성하시오.

* 1~100 사이의 랜덤한 크기를 가진 vector를 만들고 0, 1, 2, 3, … 순서대로 채운다.
  + 예) 크기가 45인 vector: (0, 1, 2, 3, …, 43, 44)
* 반복문을 이용하여 vector의 처음부터 시작하여 하나씩 접근한다.
* 주어진 vector의 크기를 벗어나 접근한다면 try/catch문을 이용하여 현재 vector의 크기를 출력한 후 프로그램을 종료한다.

|  |
| --- |
| int main() {  vector<int> list;  // vector를 1~100 사이의 random한 크기로 만들고 채우는 코드 구현  int cnt = -1;  while (1) {  cnt++;  try { /\* 구현 \*/ }  catch (exception& e) { /\* 구현 \*/ }  }  return 0;  } |

2-출력화면:

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  int main() {  vector<int> list;  // vector를 1~100 사이의 random한 크기로 만들고 채우는 코드 구현  int cnt = -1;  int size = rand() % 100 + 1;  while (1) {  cnt++;  try {  if (size == 100) break;  list.at(cnt) = cnt;  }  catch (exception& e) { cout << "현재 list는 " << size << "의 크기를 가지고 있다." << endl;  exit(NULL);  }  }  return 0;  } |
|  |

3. 아래의 조건을 만족하는 프로그램을 작성하시오. 단, data.txt파일은 메모장을 이용해 직접 만듦.

* 아래 코드를 기반으로 학생 정보를 파일입출력으로 읽어와 vector에 대입.
* 파일을 제대로 읽어왔는지 여부는 try/catch문으로 판단.
  + 제대로 읽어왔다면 3-출력화면 (a)와 같이 출력
  + 제대로 읽어오지 못했다면 3-출력화면 (b)와 같이 출력

|  |
| --- |
| class FileNotFoundException : public exception {  string message; // Identifies the exception and filename  public:  FileNotFoundException(const string& fname) :  message("File \"" + fname + "\" not found") {}  virtual const char\* what() const throw () {  return message.c\_str();  }  };  class CStudent  {  private:  string m\_Name;  int m\_Number;  string m\_Major;  public:  CStudent() {}  ~CStudent() {}  void setAll(string \_name, int \_num, string \_maj) {  m\_Name = \_name;  m\_Number = \_num;  m\_Major = \_maj;  }  void Display() {  cout << "이름: " << m\_Name << endl;  cout << "학번: " << m\_Number << endl;  cout << "전공: " << m\_Major << endl << endl;  }  };  vector<CStudent> read\_file(string& filename) { /\* 구현 \*/ }  int main() {  string str;  cout << "파일 이름 : ";  cin >> str;  try {  vector<CStudent> numbers = read\_file(str);  for (CStudent value : numbers)  value.Display();  }  catch (std::exception& e) {  cout << e.what() << '\n';  }  return 0;  } |

**[data.txt]**

|  |  |
| --- | --- |
| 5  문재인 1972100100 법률학과  한가인 2001111222 관광경영학과  박효신 2003123789 포스트모던음악학과  김태리 2008135135 언론정보학과  장윤호 2014112358 컴퓨터공학과 |  |

**(주의사항)**

저장할 때 아래와 같이 인코딩을 UTF-8이 아닌 ANSI로 선택해야 파일 입출력 시, 한글이 깨지지 않음. UTF-8로 저장했다면 다른 이름으로 저장을 통해 ANSI로 다시 선택하여 저장하거나, [링크](http://blog.daum.net/andro_java/798)를 참고하여 학생 이름과 학과 정보를 받아올 때 코드 내에서 UTF-8을 ANSI로 바꿔주어야 함.
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3-출력화면:

|  |  |
| --- | --- |
| (a) 파일을 제대로 읽어왔을 때 | (b) 파일을 제대로 읽어오지 못했을 때 |
| #include <iostream>  #include <vector>  #include<fstream>  #include <string>  using namespace std;  class FileNotFoundException : public exception {  string message; // Identifies the exception and filename  public:  FileNotFoundException(const string& fname) :  message("File \"" + fname + "\" not found") {}  virtual const char\* what() const throw () {  return message.c\_str();  }  };  class CStudent  {  private:  string m\_Name;  int m\_Number;  string m\_Major;  public:  CStudent() {}// : m\_Name(""), m\_Number(0), m\_Major("") {}  ~CStudent() {}  void setAll(string \_name, int \_num, string \_maj) {  m\_Name = \_name;  m\_Number = \_num;  m\_Major = \_maj;  }  void Display() {  cout << "이름: " << m\_Name << endl;  cout << "학번: " << m\_Number << endl;  cout << "전공: " << m\_Major << endl << endl;  }  };  vector<CStudent> read\_file(string& filename) {  vector<CStudent> result;  ifstream fin;  fin.open(filename);  if (!fin) throw FileNotFoundException(filename);  int size, id;  string name, dept;  fin >> size;  for (int i = 0; i < size; i++) {  fin >> name >> id >> dept;  CStudent s;  s.setAll(name, id, dept);  result.push\_back(s);  }  fin.close();  return result;  }  int main() {  string str;  cout << "파일 이름 : ";  cin >> str;  try {  vector<CStudent> numbers = read\_file(str);  for (CStudent value : numbers)  value.Display();  }  catch (FileNotFoundException& e) {  cout << e.what() << '\n';  }  return 0;  } | |
|  | |

4. 아래의 조건을 만족하는 프로그램을 작성하시오.

* 0~100 사이의 임의의 정수로 구성된 10x10 행렬을 **temp.txt** 파일로 저장.
* 위에서 생성한 파일을 읽어와 2차원 vector에 입력 후, 사용자가 원하는 크기만큼 부분적으로 출력.
* 이때, 읽어올 파일 이름을 string으로 입력 받아 이를 try/catch 문으로 예외처리함.
* vector를 출력할 때 행렬의 크기를 int로 입력 받고 이를 try/catch문으로 예외처리함.

|  |
| --- |
| int main()  {  ofstream ofs;  ofs.open("temp.txt");  // 임의의 10x10 행렬 저장 구현  ofs.close();  // 파일이름 입력  // 입력받은 파일이름에 맞는 파일을 읽어와 vector로 입력 후, 출력 구현  return 0;  } |

4-출력화면:

|  |  |  |
| --- | --- | --- |
| <정상출력> | <파일을 읽어오지 못한 경우> | <출력범위를 초과한 경우> |

|  |
| --- |
| #include <iostream>  #include <vector>  #include<fstream>  using namespace std;  class FileNotFoundException : public exception {  string message; // Identifies the exception and filename  public:  FileNotFoundException(const string& fname) :  message("File \"" + fname + "\" not found") {}  virtual const char\* what() const throw () {  return message.c\_str();  }  };  int main()  {  ofstream ofs;  ofs.open("temp.txt");  for (int i = 0; i < 10; i++) {  for (int j = 0; j < 10; j++) {  ofs << rand() % 101 << "\t";  }  ofs << endl;  }  // 임의의 10x10 행렬 저장 구현  ofs.close();  // 파일이름 입력  cout << "파일 이름 : ";  string fileName;  cin >> fileName;  // 입력받은 파일이름에 맞는 파일을 읽어와 vector로 입력 후, 출력 구현  vector<vector<int>> mat(10, vector<int>(10));  try {  ifstream fin;  fin.open(fileName);  if (!fin) throw FileNotFoundException(fileName);  for (int i = 0; i < 10; i++) {  for (int j = 0; j < 10; j++) {  int num;  fin >> num;  mat[i][j] = num;  }  }  }  catch (exception& e) { cout << e.what() << endl; }  int row, col;  cout << "출력할 행 크기 :";  cin >> row;  cout << "출력할 열 크기 :";  cin >> col;  try {  for (int i = 0; i < row; i++) {  for (int j = 0; j < col; j++) {  cout << mat.at(i).at(j) << " ";  }  cout << endl;  }  }  catch (out\_of\_range& e) {  cout << endl << e.what() << endl;  }  return 0;  } |
|  |